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Abstract—This paper presents a time-efficient, task-based configuration synthesis algorithm for modular robot manipulators. One of the main challenges in modular manipulators is to find possible combinations of modules that are able to complete given tasks while avoiding obstacles in the environment. Most studies on modular robots focus on obtaining combinations of modules to achieve a given task without considering the required path planning in an environment with obstacles. In contrast to previous works, we present a configuration synthesis method for modular manipulators, considering collision detection and path planning in task space. Our simulations show that our approach finds possible combinations with reduced computational time compared to previous techniques.

I. INTRODUCTION

Although industrial robots generally offer high robustness, accuracy, performance and cost efficiency, it is difficult to adapt them to different tasks or environments. Purchasing new robots for each task in a flexible manufacturing scenario makes the manufacturing processes expensive. As an affordable solution, modular robots enable us to configure various robotic structures from several pre-designed modules, typically consisting of link modules and joint modules, so that they can be used for different tasks. Modular robots have been studied for the last 30 years [1]; their unique properties such as high versatility, easy maintenance, flexibility and robustness make them a promising technology for future flexible manufacturing.

One of the main challenges for adopting modular robots is the problem of determining the optimal combination of modules for given tasks. Those tasks can be specified by carrying a pre-determined load from a given initial position to a given goal position, passing through intermediate locations without colliding with any obstacle in the environment. In this work, we propose a time-efficient algorithm to select proper modules from a set of possible modules, such that aforementioned tasks are fulfilled. Obviously, our approach is not only useful for reassembling a modular robot, but also for initially setting up a robot. To the best knowledge of the authors, this is the first study which determines the set of possible configurations of modular robots for a given path planning task in one consistent approach. Task-based configuration synthesis of modular robots is performed in this work by automatically finding possible configurations for given modules. Our synthesis method is simple and utilizes automatic kinematic model generation of each configuration, sequentially discarding the configurations which cannot fulfill the given task.

Among the previous works on configuration synthesis, a modular robot assembly methodology is presented in [2] to obtain non-isomorphic, serial or tree-like configurations. In that work, identical cube or prism modules that have multiple connection ports are used and an enumeration algorithm is introduced to remove redundant configurations resulting from symmetries. A minimized degrees-of-freedom (DOFs) approach is introduced in [3] to find the task-based optimal configuration of modules using the enumeration algorithm in [2]. A configuration synthesis methodology for task-based fault tolerant modular manipulators considering kinematic task requirements is proposed in [4]. However, their methodology mainly depends on defining a penalty function for less-likely combinations. A hierarchical modular design approach is presented in [5] which is based on selecting functional modules without considering kinematics and joint limits. A genetic algorithm (GA)-based configuration synthesis algorithm to find the optimal configuration for given end effector positions is introduced in [6] and the objective function is defined only regarding initial position and goal position of the end effector without considering obstacles and payloads. A two-level GA method is proposed in [7] to obtain the kinematic design of serial modular manipulators considering task specifications and environmental constraints like obstacles. Nevertheless, they consider all configurations without any elimination of possible compositions in the optimization process and define penalty functions to cancel less-likely configurations.

Most studies on the kinematic model of modular robots focus either on the Product-of-Exponentials (POE) method [2], [3] or the Denavit and Hartenberg (D-H) convention [8], [9]. Our work is based on the D-H approach as in [10] to automatically generate kinematic models for evaluating possible configurations.

As the pre-defined task mentioned earlier requires path planning in an obstacle-laden environment, collision-free path planning algorithms are required. Studies on collision-free path planning are mainly based on two approaches: i) the configuration space (C-space) approaches [11]–[14], and ii) task space approaches [15]–[19]. C-space approaches require a transformation of the obstacles from task space to C-space which makes the process time-consuming. This approach is not suitable for our problem due to the combinatorial complexity of possible compositions from a given set of modules. Since our goal is to find collision-free paths for a vast amount (typically several thousands) of
unique kinematic chains, an algorithm capable of checking collision-free paths in a short period of time is needed. As a consequence, the methods that require a mapping from task space onto C-space cannot be used, which is the motivation behind this work. We focus on task space solutions due to their simplicity and computational time-efficiency.

In this paper, we present an algorithm to efficiently find compositions that can reach goal positions without any collision, from a given set of modules. Compositions are varied by changing the combination of different modules considering task requirements. In contrast to previous works, we i) consider heterogeneous modules, ii) find an individual solution for each configuration considering task requirements, iii) implement a quick obstacle avoidance algorithm in the task space, and iv) present a computationally-efficient configuration synthesis algorithm, which eliminates failed configurations step by step.

The paper is organized as follows: Sec. II explains the combinatorial problem for modular robots. Sec. III describes our configuration synthesis method, followed by implementation details in Sec. IV. Finally, conclusions are drawn in Sec. V.

II. PROBLEM STATEMENT

We consider modular and serially connected manipulators, whose kinematics are uniquely determined by a vector $q \in \mathbb{R}^n$ of joint positions (angles for revolute joints and translations for prismatic joints), where $n$ is the number of DOFs. The task requirements are only constrained by the kinematic model of the manipulator and static obstacles in the environment. We consider four types of modules that are categorized into bases, joints, links and end effectors. We work under the following assumptions to obtain the possible compositions: i) all modules have one input and one output connection port, ii) all manipulators begin with a base module and end with an end effector module, and iii) there is only one base and only one end effector module in all compositions. These are fairly practical assumptions for industrial robots which hold for many realistic situations. Without loss of generality, we refer to each possible composition with a unique number $k \in \mathbb{N}^+$ and the maximum number of possible compositions without considering task-specific constraints is $N$.

The environment consisting of the robot and obstacles is denoted by $W \subset \mathbb{R}^3$. The subset of the space occupied by the robot is indicated by $A \subset W$ and the occupancy of a robot for a specific joint position vector $q$ is denoted by $A(q) \subset W$. The space occupied by the $k^{th}$ configuration is denoted by $A(q_k(t)) \subset W$. The obstacles are represented by arbitrary geometric shapes in $\mathbb{R}^3$, the occupancy of the $j^{th}$ obstacle in the workspace is denoted by $O_j \subset W$ and the union of all obstacles is presented by $O = \bigcup_j O_j$.

Variable $t$ is defined as $t = t_{car}/t_f$, where $t_{car}$ is the current time and $t_f$ is the final time to reach the goal. The function $q(t)$ maps normalized time $t$ to the joint position vector, where the initial time is assumed to be zero. The forward kinematics from the joint position vector $q(t)$ to the end effector pose is denoted by $f(q(t))$. It is assumed that all configurations start from a given set of initial pose $P_s \subset \mathbb{R}^6$. $P_s$ is defined as $P_s = \{f(q(0)) \mid q(0) \in Q_0\}$, where $Q_0$ is the set of initial joint values. The final joint pose vector is indicated by $q(1)$ and the set of goal poses is defined as $P_g \subset \mathbb{R}^6$. $P_g$ is defined as $P_g = \{f(q(1)) \mid q(1) \in Q_1\}$, where $Q_1$ the set of goal joint values.

Variable $\tau(q(t))$ represents the static torque-force vector of the composition at time $t$. The set of combinations that fulfill the given task can be described as:

$$\kappa = \{k \mid 1 \leq k \leq N \land \forall t \in [0,1] \exists q_k(t) : A(q_k(t)) \cap O = \emptyset$$
$$\land q_k(t) \in [q_{k,min}, q_{k,max}]$$
$$\land \left| \tau_k(q_k(t)) \right| \leq \tau_{k,max}$$
$$\land f_k(q_k(0)) \in P_s \land f_k(q_k(1)) \in P_g\}$$

where $q_{k,min}$ and $q_{k,max}$ are the minimum and maximum joint position limit vectors and $\tau_{k,max}$ is the maximum torque-force vector of the $k^{th}$ composition, respectively. We face the problem to find the set of compositions $\kappa$ that fulfill the described task in an efficient way.

III. PROPOSED METHOD

A large number of possible compositions can be generated by varying modules and changing the assembly of the modules. This large design space makes modular robot synthesis generally a complex and time-consuming combinatorial problem. The main idea behind our proposed configuration synthesis method is to go from simple task requirements to more complicated ones and eliminate unfeasible compositions as early as possible. The required tests are performed starting from simpler ones to more complicated ones. As a result, the compositions that cannot achieve the pre-defined task can be discarded by simple tests, whereas tests requiring longer time are only applied to the remaining compositions.

In the modular robot structure that we consider, each joint module introduces one DOF, whereas each link module and the fixed base module introduce no DOF. To restrict the search space, we use the pre-determined structure:

Base - Joint - Link - Joint - · · · · · Link - End Effector.

Starting from the base module, all possible robot compositions are generated until the desired number of DOFs is reached considering the assumption mentioned above. The number of the joint modules is equal to the number of the link modules in the structure. The number of all compositions up to $n$ DOFs from a set of modules can be obtained from (2), where $b_j, j, i, \hat{b_i}, \hat{i}, \hat{e}^l$ denote the number of the different base modules, joint modules, link modules and end effector modules, correspondingly. The variable $x$ represents the total number of DOFs of the end effector module in the structure and $N$ denotes the maximum number of possible compositions.

$$N = \sum_{i=1}^{n-x} \hat{b}_i \cdot \hat{j}_i \cdot \hat{b}_l \cdot \hat{e}_l$$

(2)
The schematic representation of our proposed approach is presented in Fig. 1. The method consists of three sequential steps: A) generation of possible configurations that are feasible in the initial and the goal positions without considering obstacles in the environment, B) path planning without consideration of obstacles for the configurations remaining from (A), and C) path planning including collision detection for the configurations remaining from (B).

A. Generation of the Compositions with Feasible Initial Positions and Goal Positions

To quickly discard impossible compositions, we apply the tests given in Fig. 1, where \( \kappa_A \) refers to the set of compositions that can pass test A. We first check if the combined length of the modules can reach the initial and the goal positions to obtain the remaining set of feasible compositions \( \kappa_{\text{length}} \). Next, we check whether joint angles at the initial and the goal positions are within the joint limits and the remaining set of feasible compositions resulting in \( \kappa_{\text{kinematics}} \). Finally, the static-force limit test is applied to the remaining compositions to further reduce the set of feasible compositions to \( \kappa_{\text{static}} \). Each of these sub-problems is checked sequentially as shown in Fig. 1, such that steps 4 and 5 are performed only on the remaining compositions. The total number of the compositions is reduced in each step such that \( N_{\text{static}} \leq N_{\text{kinematics}} \leq N_{\text{length}} \), where \( N_{\kappa} = |\kappa| \) and \( |\kappa_A| \) is the cardinality of \( \kappa_A \).

1) Reachable Compositions: The maximum length of the composition is obtained from (3), where \( l_B \), \( l_{J,i} \), \( l_{L,i} \), and \( l_E \) are the lengths of the base module, the \( i^{th} \) joint module, the \( i^{th} \) link module and the end effector module, respectively.

\[
l = l_B + l_E + \sum_{i=1}^{n-x} (l_{J,i} + l_{L,i})
\]  

(3)

It should be noted that for this test we use the maximum length of the prismatic joints. The base and the goal positions for a robot are denoted by \( P_B \) and \( P_g \), respectively. The minimum distance between these two points in task space is \( d_{02g} = \|P_g - P_b\|_2 \), where \( \|P_g - P_b\|_2 \) refers to the Euclidean distance between \( P_g \) and \( P_b \). In this test, configurations which cannot satisfy the condition \( l \geq d_{02g} \) are eliminated.

2) Kinematics: Considering a modular and reconfigurable structure, the kinematic model is generally different for various modules and configurations of the robot. The manual derivation of all the possible kinematic models is not practical, especially when the number of different modules increases. To address this challenge, automatic kinematic modeling methods have been developed (see [10], [20]–[23]). As previously introduced, our kinematic modeling approach is based on the D-H convention proposed in [10]. The relative transformation of frames of subsequent links \( T_{i-1}^{-1} \) is obtained using homogeneous transformation matrices and the four D-H parameters \( \alpha_i, \alpha_i, d_i, \theta_i \), which are explained in [24]. Each module is first characterized with parameters that are used to synthesize the forward kinematics using an extension of the standard D-H convention. When analyzing the configuration, the parameters of the links between each pair of joints are automatically synthesized using the information of the modules.

In order to map a desired motion from the task space to the joint space, the inverse kinematics is required. If this problem has admissible solutions, they can be multiple or even infinite (redundant manipulators) [24]. To address these difficulties, iterative non-linear optimization techniques are applied [25]. To map a desired pose in the workspace for the end effector and the positions of the joints to the joint space, the unit-quaternions-based scheme in [26] is used to obtain inverse kinematics.

3) Static Forces: Every joint of a manipulator has a static torque-force capacity to carry. Forces applied to the end effector affect the whole structure and are distributed across all joints. To find the torque-force values applied to each joint resulted from the payload, the wrench vector, \( \mathbf{F} \in \mathbb{R}^6 \), as defined in (4) is used, where \( \mathbf{f} \in \mathbb{R}^3 \) and \( \mathbf{n} \in \mathbb{R}^3 \) refer to the force and the moment vectors, applied to the end effector, respectively.

\[
\mathbf{F} = \begin{bmatrix} \mathbf{f} \\ \mathbf{n} \end{bmatrix}
\]  

(4)

Static torque-force values of each joint are obtained from (5), where \( \tau(q(t)) \) is the static torque-force vector and \( \mathbf{J}(q(t))^T \) is the transpose of the Jacobian matrix at time \( t \).

\[
\tau(q(t)) = \mathbf{J}(q(t))^T \mathbf{F}
\]  

(5)

We apply \( \mathbf{f} \) and \( \mathbf{n} \) to the end effector and calculate all torque-force values applied to joints via (4) and (5). The results for each joint obtained from (5) must satisfy the
condition $\tau(q(t)) \leq \tau_{\text{max}}$ where $\tau_{\text{max}}$ is the maximum torque-force vector of the manipulator.

### B. Path Generation in Obstacle-Free Environment

Most of the path planning approaches for manipulators are based on joint space path planning due to its efficiency and singularity avoidance [24]. When assuming obstacle-free environments, we also plan the path in joint space, while the task space approaches are used for collision detection. In order to achieve joint space path planning, initial and goal points are mapped onto joint space using inverse kinematics. This step transforms the path planning problem from task space into C-space. A cubic polynomial function is considered to obtain a smooth path due to its simplicity [24]. Configurations are checked kinematically and statically at various points of normalized time $t$ to see whether all points in time satisfies the minimum and the maximum limits.

### C. Path Generation in Environments with Obstacles

Path generation in an obstacle-laden environment requires collision detection and an obstacle avoidance algorithm. Since the projection of obstacles into C-space has an exponential complexity in the number of DOFs [19], a collision detection algorithm in task space is preferred in this study. Moreover, the projection of obstacles onto C-space is different for each composition and therefore it is difficult to implement C-space collision detection algorithms for our problem. Collision detection in task space depends mainly on two sub-problems: obstacle representation and collision detection of all components of the robot. For the sake of simplicity, many of the obstacle representation methods in task space use spherical representations [18]. When using a spherical representation, an obstacle is enclosed by the smallest sphere regardless of its shape; as a result, the representations of obstacles are larger than the real obstacles and the volume of obstacle-free spaces in the environment is smaller than the real obstacle-free spaces.

We perform collision checking of 1) the end effector, 2) the joints, 3) the links, and 4) the robot itself (self collision). All joints and links of the manipulator are assumed to be points and lines, respectively, and their thicknesses are added to the radius of the obstacles.

1) **Collision of the end effector:** The forward kinematics of the robot configuration explained in Sec. III-A.2 is employed to determine the end effector position of the $n$-DOF manipulator from the joint values. When we obtain the position of the end effector, distances between the position of the end effector and the center of the obstacles, $d_{E2O}$, must satisfy $d_{E2O} \geq r_{j,O} + r_E$ where $r_{j,O}$ is the radius of the corresponding obstacle and $r_E$ is the radius of the end effector.

2) **Collision of the joint:** The coordinates of each joint in task space are found by subsequent multiplication of the homogeneous transformation matrices of the D-H frames and an additional translation for the $i^{th}$ link defined as $n_i$ in [10]. Checking the collisions between joints and obstacles, the distance between the mid-point of the joints and the center of obstacles, $d_{J2O}$, must satisfy the condition

$$d_{J2O} \leq r_{j,O} + r_{j,i},$$

where $P_t$ is the mid-point of the $i^{th}$ joint and $r_{j,i}$ is the radius of the $i^{th}$ joint.

3) **Collision of the links:** We consider each link as a cylinder and model them as a line to simplify the calculations. Variables $P_i, L_i$, and $P_i, L_i$ denote the initial and the final positions of the $i^{th}$ link, respectively. The line segment between these two positions refers to the $i^{th}$ link of the manipulator. As a result, $d_{L2O}$, the distance between the link and the obstacle is calculated from the point-line distance formula as in [27]. Each link should satisfy the condition $d_{L2O} \geq r_{i,O} + r_{i,L}$ for collision-free path, where $r_{i,L}$ is the radius of the $i^{th}$ link of the manipulator.

4) **Self Collision of the Manipulator:** Since all links are modelled as a line, variable $d_{L2L_m}$, which refers to the distance between the $i^{th}$ and the $n^{th}$ link, is computed from the line segment to line segment distance formulation as in [27]. Each link should satisfy the condition $d_{L2L_m} > r_{i,L} + r_{m,L}$ for all combinations, where $r_{i,L}$ and $r_{m,L}$ are the radius of the $i^{th}$ and the $m^{th}$ link, respectively.

5) **Obstacle-Avoiding Path Planning:** Our obstacle avoiding path planning approach is mainly based on vectors from the initial position to the goal position to generate intermediate points as in [28]. Based on the proposed approach, a path is generated from the initial point to the goal point using cubic polynomials in joint space and collision is checked in task space for each component as explained in this section. In case only the end effector collides with obstacles, a set of intermediate points, $P_{\text{int}}$, are generated. To generate $P_{\text{int}}$, the collision point $P_{\text{coll}}$, the goal point $P_g$, and the center of the obstacles $P_{j,O}$ are used (see Fig. 2). For the collision of the end effector, two lines are generated in task space: one line is between $P_{\text{coll}}$ and $P_{j,O}$; the other one is between $P_g$ and $P_{j,O}$ where $P_{j,O}$ is the center of the $j^{th}$ obstacle. Using these two lines, a new line passing through $P_{j,O}$ is created which is equiangular to these lines. The main differences between the proposed approach [28] and our work are that the collision check is done in task space, the intermediate points are generated using bisectors and the obstacles are considered as spheres. The obstacle is extended to prevent a collision and the set of intersection points between the generated line and extended obstacle are defined as $P_{\text{int}}$. The
set of distances $D_{pnt}$, between the $P_{int}$ and $P_{g}$ is calculated as follows:

$$D_{pnt} = \{ \| P_g - P_p \|_2 \mid p \in \{1, 2\}, P_p \in P_{int} \}.$$  \hspace{1cm} (6)

The manipulator initially follows the closest point of $P_{int,1}$ and $P_{int,2}$, and a new path is generated using this as an intermediate point. Using inverse kinematics the predetermined intermediate point is mapped onto C-space and a new path, as shown in Fig. 2, is generated to reach the goal position. According to the aforementioned assumptions, the obstacle avoidance algorithm is applied only in case of the end effector collision. For the other collision types, the module compositions are removed because implementing the collision avoidance algorithm to all collision types is time-consuming. This procedure is repeated until the end-effector reaches $P_{g}$.

### IV. Simulations

To demonstrate our configuration synthesis algorithm, we implement it in MATLAB R2015b running on an Intel® Core™ i7-4712 2.30 GHz CPU equipped with 16 GB RAM. To compare the results, we use one type of base module, two types of 1-DOF joint modules (revolute (R) and prismatic (P)), three types of no DOF link modules ($\alpha_1 = 90^\circ$, $\alpha_2 = 0$, $\alpha_3 = 90^\circ$) and two types of one DOF end effector modules (revolute (R) and prismatic (P)) in the robot structure (see Fig. 3). We follow the composition structure defined in Sec. III without considering the orientations. The base is positioned in point $P_b = (0, 0, 0)$. We consider serially connected, modular manipulators with degrees of freedom varying from 2 to 6. The type of the modules, the number of the modules and the assembly of the modules are the three main design parameters of our combinatorial problem. Moreover, the types of the joints and the links, position of the joints, the position and the torque-force limits of the joints, and the length of joints and the links are design parameters for each module (see Tab. I).

All possible configurations from 2-DOF to 6-DOF are computed and 18660 different compositions are obtained. The initial and the goal positions are defined as $P_s = (1.5, 1.5, 2)$ and $P_g = (-2, -1.2, 0.6)$, respectively. As a first step, $\kappa_{\text{length}}$ is generated and 18576 over 18660 combinations can reach the initial and the goal positions in terms of length. After that, $\kappa_{\text{kinematic}}$ is obtained by applying the kinematic check test. Considering a 50 N payload in $z$ direction, $\kappa_{\text{static}}$ is obtained. Each test is applied to all remained compositions sequentially and the total number of feasible compositions is decreased in each step (see Tab. II).

After generating the feasible compositions of the initial and the goal positions, we apply the cubic polynomial path planning method as discussed in Sec. III-C to find a path between the initial position and the goal position. Moreover, the kinematic test and the static test are also applied to the intermediate points, to determine whether the joint values and the applied torques-forces are within the limits.

As the next step, stationary obstacles in the environment are taken into account in the configuration synthesis. Random and complex-shaped obstacles are generated. Spheres, which enclose each obstacle with the minimum radius, are generated to represent the obstacles as stated in Sec. III-C. The center of the spheres are located at the coordinates of $P_{1,0} = (0.5, 0.2, 1.3)$ and $P_{2,0} = (-1.2, 2.1, 0.8)$. Radii of the obstacles are defined as $r_1 = 0.3$ m and $r_2 = 0.35$ m (see Fig. 4).

The obstacle avoidance algorithm is applied only for the end-effector collision. To implement this algorithm, total time is divided into time-step values where $t \in [0, 1]$, the kinematic test and the static test are also applied to the generated intermediate points. The simulation time increases with the increase in the number of the time-step values. After $t = 0.004$, it is seen that the number of possible compositions is almost the same although the simulation time increased. The normalized time value $t$ depends on the Euclidean distance between $P_s$ and $P_g$, the radii of the obstacles in the environment and the extension value of the obstacles.

### TABLE I

**The Module Parameters Involved in Simulation (see Fig.3)**

<table>
<thead>
<tr>
<th></th>
<th>Length [m]</th>
<th>Diameter [m]</th>
<th>Max $\tau$ [Nm]</th>
<th>Joint Limits [rad or m]</th>
</tr>
</thead>
<tbody>
<tr>
<td>L1</td>
<td>0.75</td>
<td>0.2</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>L2</td>
<td>0.75</td>
<td>0.2</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>L3</td>
<td>0.75</td>
<td>0.2</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>J1</td>
<td>0.25</td>
<td>0.2</td>
<td>80 [-$\pi$, $\pi$]</td>
<td>-</td>
</tr>
<tr>
<td>J2</td>
<td>0.25</td>
<td>0.2</td>
<td>75 [0,0.2]</td>
<td>-</td>
</tr>
<tr>
<td>EE1</td>
<td>0.2</td>
<td>0.2</td>
<td>75 [-$\pi$, $\pi$]</td>
<td>-</td>
</tr>
<tr>
<td>EE2</td>
<td>0.2</td>
<td>0.2</td>
<td>70 [0,0.1]</td>
<td>-</td>
</tr>
</tbody>
</table>

---

Fig. 3. Basic modules used in this study, (a) $\alpha = 90^\circ$ link module, whose length is along the $y$ direction of the previous coordinate system (L1), (b) $\alpha = 0^\circ$ link module (L2), (c) $\alpha = 90^\circ$ link module, whose length is along $z$ direction of the previous coordinate system (L3), (d) rotational joint module (J1), (e) prismatic joint module (J2), (f) rotational end effector module (EE1), (g) prismatic end effector module (EE2)
We compare our method against rapidly-exploring random trees (RRT) approach, which is a popular path planning approach due to their fast convergence and high success probability [13]. We implement the task space RRT (TS-RRT) algorithm in [19], where random points are generated in a task space to find a collision-free path from the initial position to the goal position. In [19], collision detection is done in C-space using the pre-determined C-space configuration although the random points are generated in task space. Mapping all the obstacles onto C-space is not computationally efficient for our particular problem; therefore, collision detection is done in task space.

The set of random points, \( P_{\text{rand}} \), are generated directly in the task space. Using the inverse kinematics algorithm, the joint values of the robot are obtained and the configuration is checked for collisions as explained in Sec. III-C. The parameters of the TS-RRT algorithm are: the maximum displacement at each iteration (step size) and the maximum number of iterations (max number of trees). The step size is 0.05 as a reasonable compromise between efficient computation and collision detection and the max number of trees is 500. The comparison of the two algorithms is shown in Tab. II and in Fig. 4. Utilizing the selected parameters accurately, our method has more possible solutions compared to the TS-RRT algorithm. The possibility of finding an obstacle-free path in TS-RRT algorithm is higher when the max number of trees is increased and the step size is decreased, but at the same time, the computational time is increased. Since our goal is to obtain possible combinations in the quickest and the most accurate way, our proposed path planning method is preferable. In addition, the computational time of the TS-RRT algorithm is affected by the limits of the search space. In our problem, we cannot restrict the search space of the TS-RRT with the most effective limits because the workspace of the manipulator is varied in every different composition. The limits of the TS-RRT are assumed as the sum of the each module’s length. Moreover, paths obtained from the proposed method are smoother than TS-RRT (see Fig. 4) because the new points are generated randomly in RRT algorithms.

V. CONCLUSION

In this paper, a time-efficient, task-based composition synthesis method for modular manipulators is proposed. The sequential composition synthesis algorithm is used to decrease the possible compositions considering the given task requirements step by step to reduce the computational effort. We assume that the given task has the following requirements: reachability, joint limits, static limits, collision detection and obstacle avoidance. Infeasible compositions

\[
\begin{array}{c|c|c|c|c}
\text{Generation of Feasible Comp.} & \text{Number of Time [s]} \\
\hline
\text{length} & 18576 & 3.2 \\
\text{kinematic} & 247 & 736 \\
\text{static} & 152 & 749 \\
\end{array}
\]

\[
\begin{array}{c|c|c|c|c}
\text{Path Generation Obs. Free Env.} & \text{Number of Time [s]} \\
\hline
\text{kinematic} & 152 & 751 \\
\text{static} & 60 & 809 \\
\end{array}
\]

\[
\begin{array}{c|c|c|c|c}
\text{Path Generation in Envi. with Obs.} & \text{Number of Time [s]} \\
\hline
\text{achieved (proposed method)} & 44 & 983 \\
\text{achieved (TS-RRT)} & 28 & 8584 \\
\end{array}
\]
are eliminated by task requirement tests starting from less time-consuming ones to most time-consuming ones. As a result, tests taking longer time periods are only applied to the remaining compositions, which reduces the computational time. Path planning is performed using cubic polynomials in joint space but the obstacle avoidance algorithm is performed in task space using forward and inverse kinematic models of the manipulators. To measure the efficiency of the path planning algorithm, compositions of robots with up to 6-DOFs are obtained and compared with the TS-RRT algorithm. It is observed that the proposed algorithm needs less computational time and provides more accurate results. The main advantages of the proposed composition synthesis algorithm are i) it is applicable to heterogeneous modules, ii) it can be applied to different types of joint or link modules, iii) it avoids repeated compositions, and iv) it gives all possible compositions for the pre-defined task in the computationally efficient way.
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